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ABSTRACT

The goal of this application note is to detail an example project that provides a flash-based implementation to 
demonstrate a Firmware-Over-The-Air (FOTA) upgrade over UART on F29H85x. The implementation enables 
FOTA upgrades for both CPU1 and CPU3 while application interrupts are still being serviced. Once the firmware 
upgrade is complete and a device reset has been issued, a bank swap is triggered and the firmware received 
over UART executes in the newly activated flash address space.
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1 Introduction
On the F29H85x, FOTA is supported by using an A/B swapping mechanism. An A/B swap is performed by 
changing the physical flash banks mapped to the active and inactive address space in flash. The active address 
space is the flash memory that is executed during runtime while the inactive address space is reserved for 
programming incoming firmware that can be activated after the A/B swap. Figure 1-1 shows an example of how 
flash banks are mapped to different address spaces during an A/B swap.

Figure 1-1. A/B Swapping on F29H85x

The flash-based UART secondary boot-loader with FOTA example was created to demonstrate this capability of 
the F29H85x. Hereafter, the example is referred to as SBL.

A key consideration when implementing FOTA on F29H85x is that only bank mode 1 and bank mode 3 support 
the A/B swapping mechanism. Bank mode 1 supports A/B swapping for only CPU1 and bank mode 3 supports 
A/B swapping for both CPU1 and CPU3. For more details about bank modes and the associated memory maps, 
refer to the F29H85x Technical Reference Manual (TRM).

The SBL supports the following features when the device is in bank mode 1:

1. Non-secure CPU1 FOTA upgrades
2. Secure CPU1 FOTA upgrades

a. Device must be in HS-SE state

3. Secure HSM FOTA upgrades
a. Device must be in HS-SE state

When the device is bank mode 3, the SBL supports the following features:

1. Non-secure CPU1 FOTA upgrades
2. Non-secure CPU3 FOTA upgrades
3. Secure CPU1 FOTA upgrades

a. Device must be in HS-SE state

4. Secure CPU3 FOTA upgrades
a. Device must be in HS-SE state

5. Secure HSM FOTA upgrades
a. Device must be in HS-SE state
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To convert an HS-FS device to the HS-SE state, refer to the Serial Flash Programming of F29H85x application 
note. This project includes 4 different build configurations to be selected based on the desired features.

BANKMODE_1 Non-Secure CPU1 FOTA Upgrades

BANKMODE_1_CP
Device must be in HS-SE state

Secure CPU1 and HSM FOTA Upgrades

BANKMODE_3 Non-Secure CPU1 and CPU3 FOTA Upgrades

BANKMODE_3_CP
Device must be in HS-SE state

Secure CPU1, CPU3, and HSM FOTA Upgrades

CAUTION
This document assumes no SSU configuration.

CAUTION
To successfully build and use this example, F29H85x SDK 1.01.00.00 (or newer) must be 
installed. For secure firmware upgrades, F29H85x TIFS SDK 1.01.00 (or newer) must be installed 
as well. The project can be found at the following location in the F29H85x SDK: f29h85x-
sdk_xx_xx_xx_xx\examples\driverlib\single_core\flash\flash_based_UART_SBL_with_FOTA.

Additional documentation on secure firmware upgrades can be found in the TIFS 
SDK (tifs_f29h85x_xx_xx_xx_xx/docs/api_guide_f29h85x/html/docs_src/secure_firmware_update/
secure_firmware_update.html)

1.1 Hardware Security Module
A key difference between C28-based devices and the F29H85x is the integration of the Hardware Security 
Module (HSM). The HSM is a subsystem that provides security and cryptographic functions. The C29 CPUs 
interface with the HSM to perform cryptographic operations required for code authentication, secure boot, secure 
firmware upgrades, and encrypted run-time communications.

During the flash boot sequence, the HSM is responsible for authentication of image present in flash. For the 
authentication to succeed, the programmed image must include an X.509 certificate. The post-build steps of the 
project are responsible for generating a valid X.509 certificate. Please refer to this section for details on the 
post-build steps.

The HSM introduces the concept of different device security states. The device states are High Security - Field 
Securable (HS-FS), High Security - Key Provisioned (HS-KP), and High Security - Security Enabled (HS-SE). By 
default, the F29H85x device ships with HS-FS. Table 1-1 describes the differences between these three states.

Table 1-1. Device Security State
HS-FS HS-KP HS-SE

C29 boot image (flash 
kernel)

Secure boot not enforced Secure boot enforced with customer 
keys programmed by keywriter

Secure boot enforced with customer 
keys programmed by keywriter

HSM boot image Secure boot enforced (with 
default TI-provided key)

Secure boot enforced with customer 
keys programmed by keywriter

Secure boot enforced with customer 
keys programmed by keywriter

C29 JTAG Open by default Open by default Closed by default

SoC firewalls Open by default Disabled for HSM and enabled for C29 Disabled for HSM and enabled fro C29

C29 CPU access to C29 
flash banks

Enabled Disabled Enabled

The FOTA upgrade process differs between HS-FS and HS-SE devices. For details regarding the C29 CPU1/
CPU3 FOTA upgrades on an HS-FS device, refer to the High-Level Flow section.
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For details regarding C29 CPU1/3 or HSM FOTA upgrades on an HS-SE device, refer to the Secure 
Firmware Upgrade section of the TIFS SDK (tifs_f29h85x_xx_xx_xx_xx/docs/api_guide_f29h85x/html/docs_src/
secure_firmware_update/secure_firmware_update.html)

1.2 Flash Programming Fundamentals
Before programming a device, understanding how the non-volatile memory of C2000 devices works is 
necessary. Flash is a non-volatile memory that allows users to easily erase and re-program. Erase operations 
set all the bits in a sector to '1' while programming operations selectively set bits to '0'.

Flash operations on all C2000 devices are performed using the CPU. Algorithms are loaded into RAM and 
executed by the CPU to perform any flash operation. For example, erasing or programming the flash of a C2000 
device with Code Composer Studio™ entails loading flash algorithms into RAM and letting the processor execute 
them. There are no special JTAG commands that are used. All flash operations are performed using the flash 
application programming interface (API). Because all flash operations are done using the CPU, there are many 
possibilities for device programming.

1.3 High-Level Flow
On an HS-FS device, the flash-based UART SBL with FOTA project follows this flow:

1. Boot to flash (standalone or emulation boot).
2. Initialize device (clocks, GPIOs, peripherals, and so forth).
3. Compare the current bank mode to the bank mode in which the most recent successful firmware upgrade 

occurred.
a. If this is the first time the device has booted and the SBL or application was loaded through CCS or 

JTAG, then the SBL bypasses this check.
b. This is possible to boot existing firmware after a bank mode change, but, this example requires a 

firmware upgrade every time the bank mode changes.

4. If the current bank mode is the same as the previous bank mode, then start the timeout period to wait for a 
firmware upgrade command (5 seconds). If the bank mode has changed, then the device waits indefinitely 
for a firmware upgrade and does not attempt to boot to existing firmware.

5. If a firmware upgrade command is received, then CPU1 receives the firmware and programs the upgrade 
over UART for the requested CPU (CPU1 or CPU3).

6. If no firmware upgrade command is received before the timeout, then branch to the application entry point 
and begin executing.

7. Once the application is executing, interrupts are configured to make sure that a firmware upgrade command 
can be received and processed over UART.

8. If the firmware upgrade command is received, then the application branches to the SBL code and performs 
the requested firmware upgrade. Any application ISRs in the existing application is serviced throughout the 
duration of the firmware upgrade.

9. Once the firmware has been successfully programmed to the inactive flash region, the SBL programs the 
inactive BANKMGMT region such that a swap is triggered on a device reset.
a. For more details on bank swaps, refer to Section 2.2.

10. If successful, then CPU1 programs the current bank mode to the first byte of the data flash. This indicates 
the bank mode of the most recent successfully firmware upgrade next time the device boots.

11. After the firmware upgrade is completed, the SBL returns control to the application if this exists.
12. If successful, then a bank swap is triggered and the new firmware executes after a device reset.

On an HS-SE device, the flash-based UART SBL with FOTA project follows this flow:

1. Boot to flash (standalone or emulation boot)
2. Initialize device (clocks, GPIOs, peripherals, and so forth.)
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3. Compare the current bank mode to the bank mode in which the most recent successful firmware upgrade 
occurred.
a. If this is the first time the device has booted and the SBL or application was loaded through CCS or 

JTAG, then the SBL bypasses this check
b. This is possible to boot existing firmware after a bank mode change, but for the sake of simplicity this 

example requires a firmware upgrade every time the bank mode changes.

4. If the current bank mode is the same as the previous bank mode, then start the timeout period to wait for a 
firmware upgrade command. If the bank mode has changed, then the device waits indefinitely for a firmware 
upgrade and does not attempt to boot to existing firmware.

5. If a firmware upgrade command is received, then CPU1 receives the firmware and sends to the HSM in 
chunks. The HSM authenticates and programs each chunk to the inactive flash.

6. Once all chunks have been programmed by the HSM, CPU1 requests the HSM to perform an integrity check 
on the firmware and programs the certificate to flash.

7. If no firmware upgrade command is received before the timeout, then branch to the application entry point 
and begin executing.

8. Once the application is executing, interrupts are configured to make sure that a firmware upgrade command 
can be received and processed over UART.

9. If firmware upgrade command is received, then the application branches to the SBL code and performs 
the requested firmware upgrade. Any application ISRs in the existing application is serviced throughout the 
duration of the firmware upgrade.

10. Once the firmware has been successfully programmed to the inactive flash region, the SBL programs the 
inactive BANKMGMT region such that a swap is triggered on a device reset.

11. If successful, then CPU1 programs the current bank mode to the first byte of the data flash. This indicates 
the bank mode of the most recent successfully firmware upgrade next time the device boots.

12. After the firmware upgrade is completed, the new firmware executes after a device reset.

Note

The general process of a FOTA upgrade is similar between HS-FS and HS-SE devices, but the 
key difference is the integration of the HSM. The HSM is responsible for authenticating existing and 
incoming flash image, programming the authenticated incoming image, and performing an integrity 
check of the incoming image. On an HS-FS device, these steps are not required. CPU1 is responsible 
for receiving the incoming image and programming to flash without any authentication or integrity 
checks.

1.4 Flow Chart
A detailed flow chart of both the HS-FS and HS-SE firmware upgrade flows can be found in Figure 1-2.
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Figure 1-2. Flow Chart
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2 Flash-Based UART SBL with FOTA
To begin developing with the flash-based SBL project, begin by importing into CCS 
(F29h85x_sdk_1_01_00_00\examples\driverlib\single_core\flash\flash_based_UART_SBL_with_FOTA) Once 
imported, there are two projects are present: flash_based_UART_SBL_with_FOTA and 
FOTA_Example_Application. First, this document details the flash-based UART SBL.

2.1 Implementation
As stated above, the primary purpose of the flash-based UART SBL with FOTA 
project is to provide an example implementation for flash-based firmware upgrades. 
The implementation has a lot in common with the ex3_uart_flash_kernel project 
(F29h85x_sdk_xx_xx_xx_xx\examples\driverlib\single_core\flash\uart_flash_kernel), so TI recommends to 
review the Serial Flash Programming of F29H85x™ application note describing the ex3_uart_flash_kernel 
project. The application note provides more context on how the flash-based SBL can be programmed to both an 
HS-FS and HS-SE device over UART.

A key difference between the UART flash kernel implementation and the flash-based SBL is that the SBL 
does not need to be loaded in by bootROM after every reset. Once the project is loaded to CPU1 flash 
(either by CCS or the UART flash kernel), the flash boot mode can be used to enter the SBL. The SBL 
occupies the first 83KB of CPU1 flash memory beginning at 0x10001000. The sample application provided in the 
FOTA_Example_Application project is stored at 0x10020000 and is separate from the SBL. The location of the 
sample application can be changed as needed, but make sure to update both the linker file of the SBL and the 
example application. For more details about this, refer to Section 3.2.

Another key difference in the flash-based SBL project is that the bank swapping mechanism is used to swap 
between firmware images. Thus, the F29H85x must be in bank mode 1 or bank mode 3 (0 and 2 do not support 
bank swapping). If only CPU1 is running, then use bank mode 1. If both CPU1 and CPU3 are executing an 
application, then use bank mode 3. Refer to the TRM and data sheet for more details about how flash memory is 
distributed based on bank mode. To program bank mode 1 or 3 on the F29H85x, use the flash plugin in CCS or 
the flash API function (Fapi_issueProgBankMode()). To do so in CCS, refer to Section 5.1.1. After programming 
the bank mode, this takes effect after a device reset.

Once the flash-based SBL has been programmed and is executing in CPU1 flash, this is ready to receive 
commands from the Host Application. More details about the host application can be found in Section 4. A 
demonstration of using the project can be found in Section 5.

2.2 Triggering a Bank Swap
In this section, the details of how a bank swap for CPU1 or CPU3 is triggered in bank mode 1 or bank mode 3 
are described. First, the basics of the Bank Management region of flash are important to understand. The Flash 
BANKMGMT Region Address Map section of the F29H85x and F29P58x Real-Time Microcontrollers data sheet 
shows the memory map of the bank management region in all four bank modes. This document focuses on the 
Flash BANKMGMT Region Address Mapping (BANKMODE = 1) table, which is applicable for bank mode 1.

As shown below, the BANKMGMT region in bank mode 1 is all mapped to CPU1. There are four regions listed 
in the table and these are split evenly between the active (FRI1) and inactive (FRI3) region of CPU1 flash. 
However, the BANKMGMT regions in FRI1.RP1 and FRI3.RP1 are unused. These regions are reserved for 
determining the SWAP value for CPU3. Since CPU3 does not have any flash allocated in Mode 1, these 
regions are unused.
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Table 2-1. Flash BANKMGMT Region Address Mapping (BANKMODE = 1)
FRI READ PORT SIZE START 

ADDRESS
END

ADDRESS
FLASH BANKS 

(SWAP = 0)
FLASH BANKS 

(SWAP = 1)

FRI-1 (CPU1 
program)

RP0 4KB 0x10D80000 0x10D80FFF FLC1.B0/B1 FLC1.B2/B3

RP1 4KB 0x10D84000 0x10D84FFF FLC2.B0/B1 FLC2.B2/B3

RP2 4KB 0x10D88000 0x10D88FFF N/A N/A

RP3 4KB 0x10D8C000 0x10D8CFFF N/A N/A

FRI-2 (CPU3 
program)

RP0 4KB 0x10D90000 0x10D90FFF N/A N/A

RP1 4KB 0x10D94000 0x10D94FFF N/A N/A

FRI-3 (Update 
region)

RP0 4KB 0x10D98000 0x10D98FFF FLC1.B2/B3 FLC1.B0/B1

RP1 4KB 0x10D9C000 0x10D9CFFF FLC2.B2/B3 FLC2.B0/B1

The BANKMGMT region of each bank pair contains three fields that are used to manage bank status and 
firmware updates. The BANKMGMT Sectors section of the F29H85x Technical Reference Manual (TRM) 
describes these fields in detail.

1. BANK_STATUS[63:0] (Offset 0x00): This field specifies whether the bank contents are currently valid or 
invalid. A valid bank pair has a status value of 0x55555555_55555555. If both banks are inactive, the device 
is unable to execute Flash code and can fail to boot. If both banks have valid active statuses, then the 
current active bank is determined by BANK_UPDATE_CTR.

2. BANK_UPDATE_CTR[63:0] (Offset 0x08): This is a 64-bit decrementing counter value that is used to 
determine the most recent firmware revision. The counter has a value of 0xFFFFFFFF_FFFFFFFF when 
shipped from the TI factory. When both bank pairs have valid status values, the BANK_UPDATE_CTR for 
each bank pair is compared against the other to determine the most recent firmware revision. The bank pair 
with the lower counter value is determined to be the most recent revision.

3. BANKMODE[63:0] (Offset 0x10): This field only exists in FLC1 BANKMGMT regions (for CPU1). The 
BANKMODE field configures the device bankmode and is loaded into the SSU_GEN_REGS.BANKMODE 
register at device boot. After BANKMODE is configured, the boot ROM then reads the value of each bank 
pair's BANK_UPDATE_CTR to determine whether CPUxSWAP is enabled.

Figure 2-1 is an example BANKMGMT region of a device in bank mode 1.

Figure 2-1. BANKMGMT Region

The 0x10D80000 region (FRI1 RP0) has the lowest BANK_UPDATE_CTR. Thus, this is selected as the active 
BANKMGMT region for CPU1 which puts the device in bank mode 1 (0x06). The inactive region (FRI3 RP0) has 
the BANKMODE field set to mode 3 (0x0C), but BANK_UPDATE_CTR is higher than FRI1 RP0 so this is not 
used.

Another register that can be used to track the active or inactive bank status is the SSU_GEN_REG.BANKMAP 
registers. Refer to the data-sheet or TRM for exact definitions. Notice that the CPU1SWAP field is set to 0x36. 
This is one of the two possible values and indicates which physical flash banks are active.

Figure 2-2. BANKMAP Before Swapping
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To trigger a swap, update the inactive BANKMGMT region (FRI3) to decrement the BANK_UPDATE_COUNTER 
such that this is lower than the value found in the active region (FRI1 RP0). As mentioned above, this can be 
done with CCS by the flash plugin or can be done manually using the flash API. In the flash-based SBL project, 
the ProgramInactiveBankManagement() function is used to do this in ex4_uart_boot_cpu1.c. At a high-level, 
here is the implementation of the function:

1. First, the function determines the appropriate bank management address to program (CPU1 or CPU3)
2. Erase the inactive bank management sector
3. Program the inactive BANKMODE field with the desired bank mode
4. Program the inactive BANK_STATUS and BANK_UPDATE_CTR fields

a. The BANK_UPDATE_CTR field is programmed with a value that is one less than the 
BANK_UPDATE_CTR field in the active BANKMGMT region

CAUTION
TI recommends to program the BANKMODE field before programming the BANK_STATUS 
BANK_UPDATE_CTR fields just in case of an interruption (power loss, and so forth.) during 
this process. If the device loses power after BANK_STATUS and BANK_UPDATE_CTR fields 
are programmed without a valid BANKMODE field, then the device does not boot properly.

After calling this function, the inactive BANKMGMT region is updated.

Figure 2-3. Inactive BANKMGMT Updated for Swap

The BANK_UPDATE_COUNTER is now lower than the counter in the active region and the BANKMODE field 
is now mode 1 (0x6). After triggering a device reset, these fields are in the active BANKMGMT address space 
(FRI1 RP0).

Figure 2-4. Active BANKMGMT Region

Additionally, the BANKMAP.CPU1SWAP register also indicates that a swap has occurred.

Figure 2-5. BANKMAP Swap

The CPU1SWAP value is now 0xC9, as opposed to 0x36. This indicates that the swap has successfully 
occurred and the physical flash banks associated with the CPU1 flash active address space have swapped.
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3 FOTA_Example_Application
The FOTA_Example_Application project is a modified LED blinky example that is able to leverage the flash-
based SBL project. The main capability that allows this application to be compatible with the flash-based SBL is 
the ability to branch to receive commands from the host programmer and branch to the appropriate region of the 
SBL. In the following section, this document describes how that is achieved.

3.1 led_blinky_cpu1.c
This source file within the FOTA_Example_Application project contains the logic required to blink an LED, 
receive UART commands, and branch back to the flash-based SBL project depending on which UART command 
is received.

The program begins by initializing the device (clocks, peripheral clocks, interrupts), initializing the Sysconfig 
settings (UART config, interrupt config) and then enabling interrupts. Once initialization is complete, the device 
sits in a while loop that waits for a recognized command to be received by the UART module. There is also 
a CPUTIMER interrupt configured that blinks an LED every second. This acts as the application ISR for the 
purposes of demonstrating FOTA. Both of these ISRs are configured in the led_blinky_cpu1.syscfg file.

Figure 3-1 shows the configuration of the CPUTIMER interrupt. This is configured with a priority level of 250.

Figure 3-1. CPU Timer ISR Configuration in SysConfig

The associated ISR is shown in Figure 3-2.
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Figure 3-2. CPU Timer ISR

As shown in Figure 3-3, the UART module is configured with a baud rate of 115200 and triggers an ISR if the RX 
FIFO receives 8 bytes.

Figure 3-3. UART Configuration in SysConfig

The source code of the UART RX ISR is shown in Figure 3-4.
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Figure 3-4. UART RX ISR

This assigns the command packet variable by reading the UART data and then clear the interrupt flag. Once the 
command packet has been parsed and assigned to the command variable, the application resumes the while 
loop in the main function.

Figure 3-5. Main Loop

Within this main function, the command value is constantly compared to the predefined command packet values 
in f29h85x_kernel_commands_cpu1.h. These values are common between the flash-based SBL, UART host 
programmer, and the FOTA_Example_Application. Once a valid command is received, the example project 
jumps to the appropriate entry point. The macros used in the CPU_jumpToAddr() function can be found at the 
top of led_blinky_cpu1.c.
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Figure 3-6. Addresses to Branch to in SBL to Perform FOTA Upgrade

These correspond directly to memory sections created in the flash-based SBL linker cmd files and output 
sections created in the ex4_uart_sbl.c file.

Figure 3-7. Linker CMD Memory Sections and Output Section Creation

WARNING
All of these addresses need to be updated if the entry points are changed.
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Once the FOTA_Example_Application has received a valid command from the host and has branched back to 
the flash-based SBL project, the application ISRs continue to be serviced. The LED continues blinking for the 
entirety of the firmware update process. Once the flash-based SBL has completed the firmware upgrade, the 
device branches back to the FOTA_Example_Application and waits for another command. After a device reset, 
the banks swap and the newly programmed firmware are in the active address space.

3.2 Combining the Flash-Based SBL with the FOTA_Example_Application
The flash-based SBL and FOTA_Example_Application can be combined to reduce the steps required to program 
these two projects into flash. This section details the source code and post build steps required to accomplish 
this.

First, the flash-based SBL project creates an output section that contains the FOTA_Example_Application data. 
In ex4_uart_sbl.c, the following code is used to create this empty section.

Figure 3-8. Output Section Creation in SBL Project

The size of this output section can be modified based on the size of the application.

In the flash-based SBL linker file, several modifications to the available memory sections. The CPU1_FOTA, 
CPU3_FOTA, and so forth, memory sections correspond to the output sections created in the ex4_uart_sbl.c file. 
For example, the source code in Figure 3-9 is creating an output section for the CPU1 FOTA function.

Figure 3-9. Creating CPU1 FOTA Output Section

The CPU1_FOTA memory section is being populated with the CPU1_FOTA_ENTRY output section that was 
created in Figure 3-10.
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Figure 3-10. Linker CMD File in SBL

Additionally, the CPU1_FLASH_RP0 section has been modified such that this does not overlap with any of the 
other sections. The CPU1_APP section is used to store the firmware section created in the flash-based SBL 
source code.

To populate the firmware section with the FOTA_Example_Application, refer to the post-build steps of 
both projects (right click the project -> Properties -> Build -> Steps). The post-build steps of the 
FOTA_Example_Application uses the C29 OBJCOPY tool to convert the compiled .out file into a .bin file.

Figure 3-11. FOTA_Example_Application Post-Build Step

Once that is complete, the flash-based UART SBL project can be built. The post-build steps in the flash-based 
UART SBL project are as shown:

Figure 3-12. SBL Post-Build Step

1. The firmware.bin file created by the FOTA_Example_Application is inserted into the firmware output section 
mentioned earlier. A new flash_based_uart_sbl_with__fota_firmware.out file is created

2. The cert output section is removed from the .out file and a new flash_based_uart_sbl_with_fota.bin file is 
created

3. This bin file is passed to the mcu_rom_image_gen.py script to create a valid X.509 certificate for the 
flash_based_uart_sbl_with_fota.bin file

4. The cert output section is updated with this X.509 certificate (C29-cert-pad.bin) and a new .out file is created 
(flash_based_uart_sbl_with_fot_cert.out)

5. The flash_based_uart_sbl_with_fota_cert.out file is renamed as flash_based_uart_sbl_with_fota.out
6. flash_based_uart_sbl_with_fota.bin is created by using the C29 OBJCOPY tool

FOTA_Example_Application www.ti.com
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Now, flash_based_uart_sbl_with_fota.bin and flash_based_uart_sbl_with_fota.out contain both a valid X.509 
certificate and the data from FOTA_Example_Application. The .out file can be loaded to the device via CCS and 
the .bin file can be loaded to the device via the UART flash kernel.

3.3 Adding a CPU3 Application
Although this example project does not provide a CPU3 application, there are only a few minor modifications 
needed to add CPU3 compatibility. The flash-based SBL supports CPU3 firmware upgrades, but the CPU1 
application is responsible for programming the firmware and taking CPU3 out of reset. To demonstrate this, the 
FOTA_Example_Application can be modified to take CPU3 out of reset. The steps required for CPU1 to take 
CPU3 out of reset are as follows:

1. Configure the address and link for CPU3 to boot to
2. Configure the NMI address for CPU3
3. Bring CPU3 out of reset

Figure 3-13 shows the source code that can be added to have CPU1 take CPU3 out of reset. This occurs after 
device initialization but before interrupt initialization. Refer to any of the multi-core example in the F29H85x SDK 
for more details.

Figure 3-13. CPU1 Code Required to Take CPU3 Out of Reset

Additionally, the BANKMODE_3 build configuration must be used for CPU3 upgrades. 
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4 Host Application: UART Flash Programmer
4.1 Overview
The user interacts with the flash-based SBL project in an almost identical manner as the UART flash kernel. 
The host application used to send commands and firmware images is common between the two projects, and 
the host has been updated to leverage several new features available in the flash-based SBL. The UART host 
flash programmer can be found at the following location: f29h85x-sdk_x_xx_xx_xx > tools> flash_programmers 
> uart_flash_programmer.

Note

The key difference between the host application usage for the UART kernel and the flash-
based SBL is that there is no need to load a kernel .bin file to the device by bootROM. Thus, 
use the uart_flash_programmer_appIn.exe with the flash-based SBL project. This executable 
has all the same functionality as uart_flash_programmer.exe, but does not begin with sending 
a kernel .bin file over UART.

Table 4-1 lists the commands accepted by the flash-based SBL project:

Table 4-1. Commands
Command Description

DFU CPU1
(Device Firmware Upgrade CPU1)

1. Receive the command packet
2. Erase the inactive region of flash allocated to CPU1
3. Receive the flash-based application over UART
4. Program and verify the application to the inactive region of CPU1 flash
5. Program the inactive bank management region of CPU1 such that a bank 

swap is triggered after reset
6. Program the bank mode to the first byte of data flash
7. Send message back to host for final status

DFU CPU3
(Device Firmware Upgrade CPU3)
Device must be in Bank Mode 3

1. Receive the command packet
2. Erase the inactive region of flash allocated to CPU3
3. Receive the flash-based application over UART
4. Program and verify the application to the inactive region of CPU3 flash
5. Program the inactive bank management region of CPU3 such that a bank 

swap is triggered after reset
6. Program the bank mode to the first byte of data flash
7. Send message back to host for final status

HSM_CP_FLASH_IMAGE
Device must be in the HS-SE State

1. Receive the command packet
2. Pass X.509 certificate to the HSM to authenticate incoming firmware
3. Receive chunks of firmware over UART
4. Pass chunks to HSM for programming

a. HSM programs firmware to HSM inactive flash region

5. Once all chunks are programmed, request the HSM to verify the programmed 
firmware

6. Program the bank mode to the first byte of data flash
7. Send message back to host for final status

Host Application: UART Flash Programmer www.ti.com
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Table 4-1. Commands (continued)
Command Description

CPU1_CP_FLASH_IMAGE
Device must be in the HS-SE State

1. Receive the command packet
2. Receive chunks of firmware over UART
3. Pass X.509 certificate to the HSM to authenticate incoming firmware
4. Pass chunks to HSM for programming

a. HSM programs firmware to CPU1 inactive flash region

5. Once all chunks are programmed, request the HSM to verify the programmed 
firmware

6. Program the inactive bank management region of CPU1 such that a bank 
swap is triggered after reset

7. Program the bank mode to the first byte of data flash
8. Send message back to host for final status

CPU3_CP_FLASH_IMAGE
Device must be in Bank Mode 3
Device must be in the HS-SE State

1. Receive the command packet
2. Receive chunks of firmware over UART
3. Pass X.509 certificate to the HSM to authenticate incoming firmware
4. Pass chunks to HSM for programming

a. HSM programs firmware to CPU3 inactive flash region

5. Once all chunks are programmed, request the HSM to verify the programmed 
firmware

6. Program the inactive bank management region of CPU3 such that a bank 
swap is triggered after reset

7. Program the bank mode to the first byte of data flash
8. Send message back to host for final status

SEC_CFG_IMAGE
Device must be in the HS-SE State

1. Receive the command packet
2. Receive SECCFG image over UART and place in shared RAM
3. Pass X.509 certificate to the HSM to authenticate incoming firmware
4. Once the firmware is authenticated, request the HSM to program the 

SECCFG image
5. Send command packet

SYNC_STATUS 1. Receive the command packet
2. Send data packet indicating that flash-based SBL is live
3. Send command packet

Similar to what is described in the Serial Flash Programming of F29H85x™ application note, all firmware passed 
to the host is in the .bin file format with a valid X.509 certificate in the first 0x1000 bytes. Refer to the Combined 
Image with X.509 Certificate section of the application note for details on generating a valid .bin file and X.509 
certificate.

For more details on how to use the uart_flash_programmer tool, refer to f29h85x-
sdk_1_01_00_00\docs\html\UART_FLASH_PROGRAMMER_PAGE.html

Here is an example of how the uart_flash_programmer_appIn.exe is used with the flash-based SBL:

Uart_flash_programmer_appIn.exe -d f29h85x –k flash_kernel.bin –a1 cpu1_application.bin -a3 
cpu3_application.bin –p COM34
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5 Example Usage
This section discusses how to use the flash-based SBL to perform a FOTA upgrade on an HS-FS device. 
For details on using the project with an HS-SE device, please refer to the Secure Firmware Update 
documentation available in the TIFS SDK (tifs_f29h85x_xx_xx_xx_xx/docs/api_guide_f29h85x/html/docs_src/
secure_firmware_update/secure_firmware_update.html).

5.1 Loading the SBL onto the Device
This section of the document details how the flash-based SBL (and example application) can be loaded onto the 
device during development or over UART.

5.1.1 Loading by CCS (JTAG)

Loading the project to CCS is exactly the same as loading any other .out file by the flash plugin tool.

1. Launch the F29H850TU9.ccxml file as Project-less Debug
a. The F29H850TU9.ccxml file can be found in the TargetConfig folder of the project

2. Connect to CPU1
3. Verify that the device is in either bank mode 1 or bank mode 3

a. SSU_GEN_REGS.BANKMODE is 0x6 (mode 1) or 0xC (mode 3)
b. Right-click CPU1 -> Properties

i. Category drop-down menu -> Flash Settings
ii. Make sure bank mode 1 or 3 is selected
iii. Only select Program BANKMGMT if the device is not in one of these two modes already. If not, then 

program the BANKMGMT and issue a device reset

4. Select Run -> Load -> Load Program -> flash_based_uart_sbl_with_fota.out

If users want to program the flash-based SBL to the inactive address space, then make sure the FOTA enable 
checkbox is checked in the flash plugin before loading.

Figure 5-1. FOTA Enable Checkbox in Flash Plugin

Once these steps are completed, flash-based SBL is loaded to flash and is ready to execute.

5.1.2 Loading via UART Boot and the UART Flash Kernel

In an environment where CCS is not used to load the flash of the F29H85x, the UART flash kernel can be 
used to program the flash-based SBL. Refer to the Serial Flash Programming of F29H85x™ application note for 
details about the UART flash kernel. At a high-level, the kernel acts as a secondary bootloader that enables flash 
programming or firmware updates over UART.
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An important detail is that the UART flash kernel only supports programming CPU1 firmware in bank mode 
0 (for now, this is updated in the future). Thus, this cannot be used to place the flash-based SBL code and 
application in both the active and inactive regions of flash for bank mode 1 or bank mode 3. In a scenario 
where the flash-based SBL needs to reside in both the active and inactive regions, the UART kernel can be 
used to program the active region and the flash-based SBL can be used to program the inactive region. The 
flow required to have flash-based SBL and an application in CPU1 active or inactive flash in bank mode 1 is as 
follows:

1. Put the device in UART boot mode and make sure device is in bank mode 0
2. Trigger a device reset
3. Send the UART flash kernel to F29H85x using the uart_host_programmer.exe
4. Once completed, send the flash_based_uart_sbl_with_fota.bin file to the device

a. Flash-based SBL is programmed in CPU1 flash

5. Put the device in bank mode 1 and configure flash boot mode
6. Trigger a device reset

a. Device boots to flash-based SBL

7. Send the flash_based_uart_sbl_with_fota.bin file to the device using uart_host_programmer.exe
a. flash_based_uart_sbl_with_fota.bin is programmed to the inactive region of CPU1 flash

Note
uart_host_programmer_appIn.exe is used for step 7 if the COM port needs to be reinitialized after the 
device reset.

5.2 Example UART Loading Process
• Verify the device is in bank mode 0

Figure 5-2. SSU_GEN_REG.BANKMODE Showing Bank Mode 0

• Put the device in UART Boot Mode (GPIO 72 -> 0 and GPIO 84 -> 1)
• Trigger a device reset
• Send the kernel with uart_flash_programmer.exe

1. .\uart_flash_programmer.exe -d f29h85x -p COM89 -k .\ex3_uart_flash_kernel.cert.bin 
-a1 .\flash_based_uart_sbl_with_fota.bin

• The kernel is running at this point
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Figure 5-3. Host Output After Sending Kernel

• Can verify that the kernel is running by connecting to CPU1 and observing that the PC is in LPAx RAM

Figure 5-4. Kernel Running in RAM

• Resume kernel execution
• Send DFU CPU1 command to download the flash-based SBL
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Figure 5-5. Host Output of DFU CPU1 Command

• Connect to CPU1 and program bank mode 1
• Configure flash boot mode (GPIO 72 -> 1 GPIO 84 -> 1)
• Trigger a device reset
• Can verify that flash-based SBL is now running by connecting to CPU1 and seeing that the PC is running in 

flash

Figure 5-6. Device Successfully Boots to Flash

• Program flash-based SBL to the inactive region of flash by sending the DFU CPU1 command

www.ti.com Example Usage

SPRADS1 – JUNE 2025
Submit Document Feedback

Firmware-Over-The-Air Upgrade Example for F29H85x 23

Copyright © 2025 Texas Instruments Incorporated

https://www.ti.com
https://www.ti.com/lit/pdf/SPRADS1
https://www.ti.com/feedbackform/techdocfeedback?litnum=SPRADS1&partnum=


Figure 5-7. Host Programmer Output of DFU CPU1 Command

• Can verify that flash-based SBL is programmed to the inactive flash region with the memory browser

Figure 5-8. FLC1.B2 and FLC1.B3 After Firmware Programmed to Inactive Flash Region

At this point, the flash-based SBL and FOTA_Example_Application have been programmed to both the active 
and inactive regions of CPU1 flash memory.
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6 FAQ
Answers to some common questions and issues encountered by users when utilizing the flash-based UART SBL 
are listed below.

6.1 General
Question: Can users program the data flash while performing a FOTA upgrade?

Answer: The data flash (FLC1.B4) can be programmed while executing program code in FLC1.B0 and FLC1.B1 
or FLC1.B2 and FLC1.B3. However, do not attempt to simultaneously program FLC1.B4 while another bank pair 
within FLC1 is being programmed. For example, if the device is performing a FOTA upgrade in FLC1.B2 and 
FLC1.B3 and executing program code in FLC1.B0 and FLC1.B1, then programming of FLC1.B2 and FLC1.B3 
must not be interrupted with the intent of programming the data flash (FLC1.B4). If users are programming 
the data flash in an ISR during this FOTA scenario, then the ISR verifies that there is not an ongoing flash 
operation (program or erase). If so, then the ISR must wait until the previous command has completed before 
attempting another operation. The Fapi_checkFsmForReady() function of the F29H85x Flash API can be used 
for this. There is a caveat such that after programming to the data flash in the ISR, these must set the protection 
masks back to 0x0 (or whatever is being used to program the main array [FLC1.B2 and FLC1.B3]). This is 
because after a successful program or erase operation, the protection masks are set back to 0xFFFF_FFFF 
(enabling write and erase protection for all sectors). If the interrupt occurs after the main array protection 
mask configuration, but before the program command is issued, then this is a flash state machine error unless 
reconfigured.

Question: Is a firmware upgrade necessary every time the bank mode is changed?

Answer: Users are free to switch the device bank mode at any point (before or after a firmware upgrade), but 
users have to account for any changes in the flash memory map. For example, when changing from bank mode 
1 to bank mode 3, CPU1 no longer has 2MB of flash allocated to the active region. Instead, CPU1 only has 1MB 
available for the active region. Thus, any active firmware that is in flash no longer allocated to CPU1 cannot be 
executed after the bank mode switch and a firmware upgrade needs to be performed.

Question: If users cannot find the flash-based UART SBL with FOTA project, then?

Answer:

Device Build Configurations Location

F29H85x BANKMODE_1
BANKMODE_3

BANKMODE_1_CP
BANKMODE_3_CP

mcu_sdk_f29h85x\examples\driverlib\single_core\flash\flash_based_UART_SBL_wi
th_FOTA

6.2 Application Load
Issue: Users cannot successfully load the application to flash.

Answer:

• Make all sections in the linker cmd file that are allocated to flash are aligned to 512-bit boundaries. This can 
be done by adding palign(32) to the appropriate sections as shown below.

.text : {} > FLASH_RP0, palign(32)

• Make sure there is an appropriate X.509 certificate in the first 0x1000 bytes of the binary file.

Issue: There is an error in the host programmer when performing a CPU3 FOTA Upgrade.

Answer:

• Make sure the device is in bank mode 3 and build the flash-based SBL with the BANKMODE_3 build 
configuration selected.
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Issue: There is an error in the host programmer when performing a secure firmware upgrade.

Answer:

• Make sure the device is in the HS-SE state and build the flash-based SBL with the BANKMODE_1_CP or 
BANKMODE_3_CP build configuration.

Issue: The UART communication is failing.

Answer:

• Make sure to use the COM port connected to the proper UART transceiver and double-check the UART 
GPIO configuration and setup

7 Summary
As applications grow in complexity, the need to fix bugs, add features, and otherwise modify embedded firmware 
is increasingly critical in end applications. Enabling functionality like this can be easily and inexpensively 
accomplished through the use of boot-loaders.

This application note aims to solve this problem by the introduction of a secondary boot-loader (SBL). This 
document discusses the specifics of the SBL and the host application tool found in the F29H85x MCU SDK.

8 References
1. Texas Instruments: F29H85x and F29P58x Real-Time Microcontrollers, technical reference manual
2. Texas Instruments, F29H85x and F29P58x Real-Time Microcontrollers, data sheet
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